**9.2. Data Structures - String**

* 1. Numbers,Boolean
  2. **String**
  3. List
  4. Tuple
  5. Dictionary
  6. Set

Every value in Python has a **data type**.

Type represents the kind of value and determines how the value can be used. Everything in Python is an object and every object has an identity, a type, and a value.

Like another object-oriented language such as Java or C++, there are several data types which are built into Python. Extension modules which are written in C, Java, or other languages can define additional types.

To determine a variable's type in Python you can use the **type()** function.

**9. 2.1 Sequences :**

**There are 6 sequence types**

1. **String name = “Python” 0 1 2 3 4 5**
2. **List emp\_ids = [10,5,3,54,32]**
3. **Tuple emp\_ids = (10,5,3,54,32)**
4. Bytearrays
5. buffers and
6. **range (3.x)**  **range, xrange (2.x) # range(50,101) 50 51 52 53 …. 100**

for i in *"Python Programming"*:

print(i)

print(*"----------------"*)

list1 = [4,3,1,5,7,34,1]

for i in list1:

print(i)

print(*"----------------"*)

for i in (1,3,5,64,2,32,1,3,5,6,7):

print(i)

print(*"----------------"*)

for i in range(10):

print(i)

**UI 🡪 Python 🡪 DB**

**Java**

**.net**

**CRUD**

**Create – Create data**

**Retrieve – Retrieve/Select data**

**Update - Update/Modify data**

**Delete – Delete data**

There are certain things you can do with **all sequence types**.

These **Sequence** **operations** include

**1. indexing**

1. **slicing**
2. **adding**
3. **multiplying and**
4. checking for **membership**.

In addition, Python has **built-in functions** for

1. **len()** **:** **finding the length of a sequence**
2. **max() : for finding its largest element**
3. **min() : for finding its smallest elements.**

**# 9.2.2. String memory allocation:**

Strings are amongst the most popular types in Python. We can create them simply by **enclosing characters** in quotes. Python treats single quotes the same as double quotes. Creating strings is as simple as assigning a value to a variable.

For example –

-4 -3 -2 -1 0 1 2 3 4

msg = **“Hello World”**

![Diagram string Hello World](data:image/gif;base64,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)

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 1 | 1 | 1 | 0 | 1 | 0 | 0 |

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 1 | 0 | 1 | 0 | 1 | 0 | 0 |

## ……………………………………..………………………………. ASCII Table 0-255

## message = “Hello World”

## 

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 0 | 1 | 0 | 0 | 1 | 0 | 0 | 0 | 0 | 0 | 1 | 1 | 1 | 0 | 0 | 0 | 0 | 0 | 1 | 1 | 1 | 0 | 0 |

## 123456 321323 432213

## 24234324

## #2 Sequence operations on string:

## Indexing(Accessing Values) in Strings:

Python does not support a character type; these are treated as strings of length one, thus also considered a substring.

To access substrings, use the square brackets for **slicing** along with the index or indices to obtain your substring.

For example –

message1='Hello World'

message2="Python Programming"

print("var1[0]: ", message1[0])

message1[0]: H

message2[1:5]: ytho

## Slicing in Strings:

## We can also call out a range of characters from the string. Say we would like to just print the word World. We can do so by creating a slice, which is a sequence of characters within an original string. With slices, we can call multiple character values by creating a range of index numbers separated by a colon [x:y]

## Print(message1[6:12])

## Adding strings:

## Multiplying Strings:

## Checking for membership:

## Len() max() min()

## # 3. String is Immutable:

## 

## 

## 

## #4 Builtin functions :

|  |  |
| --- | --- |
| **Sr.No.** | **Methods with Description** |
| 1 | [**capitalize()**](https://www.tutorialspoint.com/python/string_capitalize.htm)  Capitalizes first letter of string |
| 2 | [**center(width, fillchar)**](https://www.tutorialspoint.com/python/string_center.htm) **\***  Returns a space-padded string with the original string centered to a total of width columns. |
| 3 | [**count(str, beg= 0,end=len(string))**](https://www.tutorialspoint.com/python/string_count.htm) **\***  Counts how many times str occurs in string or in a substring of string if starting index beg and ending index end are given. |
| 4 | [**decode(encoding='UTF-8',errors='strict')**](https://www.tutorialspoint.com/python/string_decode.htm)  Decodes the string using the codec registered for encoding. encoding defaults to the default string encoding. |
| 5 | [**encode(encoding='UTF-8',errors='strict')**](https://www.tutorialspoint.com/python/string_encode.htm)  Returns encoded string version of string; on error, default is to raise a ValueError unless errors is given with 'ignore' or 'replace'. |
| 6 | [endswith(suffix, beg=0, end=len(string))](https://www.tutorialspoint.com/python/string_endswith.htm)  Determines if string or a substring of string (if starting index beg and ending index end are given) ends with suffix; returns true if so and false otherwise. |
| 7 | [expandtabs(tabsize=8)](https://www.tutorialspoint.com/python/string_expandtabs.htm)  Expands tabs in string to multiple spaces; defaults to 8 spaces per tab if tabsize not provided. |
| 8 | [**find(str, beg=0 end=len(string))**](https://www.tutorialspoint.com/python/string_find.htm) **\***  Determine if str occurs in string or in a substring of string if starting index beg and ending index end are given returns index if found and -1 otherwise. |
| 9 | [**index(str, beg=0, end=len(string))**](https://www.tutorialspoint.com/python/string_index.htm) **\***  Same as find(), but raises an exception if str not found. |
| 10 | [**isalnum()**](https://www.tutorialspoint.com/python/string_isalnum.htm)  Returns true if string has at least 1 character and all characters are alphanumeric and false otherwise. |
| 11 | [**isalpha()**](https://www.tutorialspoint.com/python/string_isalpha.htm)  Returns true if string has at least 1 character and all characters are alphabetic and false otherwise. |
| 12 | [**isdigit()**](https://www.tutorialspoint.com/python/string_isdigit.htm)  Returns true if string contains only digits and false otherwise. |
| 13 | [**islower()**](https://www.tutorialspoint.com/python/string_islower.htm)  Returns true if string has at least 1 cased character and all cased characters are in lowercase and false otherwise. |
| 14 | [**isnumeric()**](https://www.tutorialspoint.com/python/string_isnumeric.htm)  Returns true if a unicode string contains only numeric characters and false otherwise. |
| 15 | [isspace()](https://www.tutorialspoint.com/python/string_isspace.htm)  Returns true if string contains only whitespace characters and false otherwise. |
| 16 | [istitle()](https://www.tutorialspoint.com/python/string_istitle.htm)  Returns true if string is properly "titlecased" and false otherwise. |
| 17 | [isupper()](https://www.tutorialspoint.com/python/string_isupper.htm)  Returns true if string has at least one cased character and all cased characters are in uppercase and false otherwise. |
| 18 | [**join(seq)**](https://www.tutorialspoint.com/python/string_join.htm) **\***  Merges (concatenates) the string representations of elements in sequence seq into a string, with separator string. |
| 19 | [**len(string)**](https://www.tutorialspoint.com/python/string_len.htm)  Returns the length of the string |
| 20 | [ljust(width[, fillchar])](https://www.tutorialspoint.com/python/string_ljust.htm)  Returns a space-padded string with the original string left-justified to a total of width columns. |
| 21 | [**lower()**](https://www.tutorialspoint.com/python/string_lower.htm)  Converts all uppercase letters in string to lowercase. |
| 22 | [lstrip()](https://www.tutorialspoint.com/python/string_lstrip.htm)  Removes all leading whitespace in string. |
| 23 | [maketrans()](https://www.tutorialspoint.com/python/string_maketrans.htm)  Returns a translation table to be used in translate function. |
| 24 | [**max(str)**](https://www.tutorialspoint.com/python/string_max.htm)  Returns the max alphabetical character from the string str. |
| 25 | [**min(str)**](https://www.tutorialspoint.com/python/string_min.htm)  Returns the min alphabetical character from the string str. |
| 26 | [**replace(old, new [, max])**](https://www.tutorialspoint.com/python/string_replace.htm) **\***  Replaces all occurrences of old in string with new or at most max occurrences if max given. |
| 27 | [rfind(str, beg=0,end=len(string))](https://www.tutorialspoint.com/python/string_rfind.htm)  Same as find(), but search backwards in string. |
| 28 | [rindex( str, beg=0, end=len(string))](https://www.tutorialspoint.com/python/string_rindex.htm)  Same as index(), but search backwards in string. |
| 29 | [rjust(width,[, fillchar])](https://www.tutorialspoint.com/python/string_rjust.htm)  Returns a space-padded string with the original string right-justified to a total of width columns. |
| 30 | [**rstrip()**](https://www.tutorialspoint.com/python/string_rstrip.htm)  Removes all trailing whitespace of string. |
| 31 | [**split(str="", num=string.count(str))**](https://www.tutorialspoint.com/python/string_split.htm) **\***  Splits string according to delimiter str (space if not provided) and returns list of substrings; split into at most num substrings if given. |
| 32 | [splitlines( num=string.count('\n'))](https://www.tutorialspoint.com/python/string_splitlines.htm)  Splits string at all (or num) NEWLINEs and returns a list of each line with NEWLINEs removed. |
| 33 | [**startswith(str, beg=0,end=len(string))**](https://www.tutorialspoint.com/python/string_startswith.htm)  Determines if string or a substring of string (if starting index beg and ending index end are given) starts with substring str; returns true if so and false otherwise. |
| 34 | [**strip([chars])**](https://www.tutorialspoint.com/python/string_strip.htm) **\***  Performs both lstrip() and rstrip() on string. |
| 35 | [swapcase()](https://www.tutorialspoint.com/python/string_swapcase.htm)  Inverts case for all letters in string. |
| 36 | [title()](https://www.tutorialspoint.com/python/string_title.htm)  Returns "titlecased" version of string, that is, all words begin with uppercase and the rest are lowercase. |
| 37 | [translate(table, deletechars="")](https://www.tutorialspoint.com/python/string_translate.htm)  Translates string according to translation table str(256 chars), removing those in the del string. |
| 38 | [**upper()**](https://www.tutorialspoint.com/python/string_upper.htm)  Converts lowercase letters in string to uppercase. |
| 39 | [zfill (width)](https://www.tutorialspoint.com/python/string_zfill.htm)  Returns original string leftpadded with zeros to a total of width characters; intended for numbers, zfill() retains any sign given (less one zero). |
| 40 | [isdecimal()](https://www.tutorialspoint.com/python/string_isdecimal.htm)  Returns true if a unicode string contains only decimal characters and false otherwise. |

## Escape Characters

Following table is a list of escape or non-printable characters that can be represented with backslash notation.

An escape character gets interpreted; in a single quoted as well as double quoted strings.

|  |  |  |
| --- | --- | --- |
| **Backslash notation** | **Hexadecimal character** | **Description** |
| \a | 0x07 | Bell or alert |
| \b | 0x08 | Backspace |
| \cx |  | Control-x |
| \C-x |  | Control-x |
| \e | 0x1b | Escape |
| \f | 0x0c | Formfeed |
| \M-\C-x |  | Meta-Control-x |
| **\n** | 0x0a | Newline |
| \nnn |  | Octal notation, where n is in the range 0.7 |
| \r | 0x0d | Carriage return |
| **\s** | 0x20 | Space |
| **\t** | 0x09 | Tab |
| \v | 0x0b | Vertical tab |
| \x |  | Character x |
| \xnn |  | Hexadecimal notation, where n is in the range 0.9, a.f, or A.F |

## String Special Operators:

## Assume string variable a holds 'Hello' and variable b holds 'Python', then −

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| + | Concatenation - Adds values on either side of the operator | a + b will give HelloPython |
| \* | Repetition - Creates new strings, concatenating multiple copies of the same string | a\*2 will give -HelloHello |
| **[]** | Slice - Gives the character from the given index | a[1] will give e |
| **[ : ]** | Range Slice - Gives the characters from the given range | a[1:4] will give ell |
| **In** | Membership - Returns true if a character exists in the given string | H in a will give 1 |
| **not in** | Membership - Returns true if a character does not exist in the given string | M not in a will give 1 |
| r/R | Raw String - Suppresses actual meaning of Escape characters. The syntax for raw strings is exactly the same as for normal strings with the exception of the raw string operator, the letter "r," which precedes the quotation marks. The "r" can be lowercase (r) or uppercase (R) and must be placed immediately preceding the first quote mark. | print r'\n' prints \n and print R'\n'prints \n |
| **%** | Format - Performs String formatting | See at next section |

## String Formatting Operator:

One of Python's coolest features is the string format operator **%**. This operator is unique to strings and makes up for the pack of having functions from C's printf() family. Following is a simple example −

print"My name is %s and weight is %d kg!"%('Zara',21)

My name is Zara and weight is 21 kg!

Here is the list of complete set of symbols which can be used along with **%**

|  |  |
| --- | --- |
| **Format Symbol** | **Conversion** |
| **%c** | **Character** |
| **%s** | string conversion via str() prior to formatting |
| %i | unsigned decimal integer |
| %d | signed decimal integer |
| %u | unsigned decimal integer |
| %o | octal integer |
| %x | hexadecimal integer (lowercase letters) |
| %X | hexadecimal integer (UPPERcase letters) |
| %e | exponential notation (with lowercase 'e') |
| %E | exponential notation (with UPPERcase 'E') |
| **%f** | floating point real number |
| %g | the shorter of %f and %e |
| %G | the shorter of %f and %E |

## Triple Quotes:

Python's triple quotes comes to the rescue by allowing strings to span multiple lines, including verbatim NEWLINEs, TABs, and any other special characters.

The syntax for triple quotes consists of **three consecutive single or doublequotes.**

para\_str ="""this is a long string that is made up of

several lines and non-printable characters such as

TAB ( \t ) and they will show up that way when displayed.

NEWLINEs within the string, whether explicitly given like

this within the brackets [ \n ], or just a NEWLINE within

the variable assignment will also show up.

"""

print para\_str

this is a long string that is made up of

several lines and non-printable characters such as

TAB ( ) and they will show up that way when displayed.

NEWLINEs within the string, whether explicitly given like

this within the brackets [

], or just a NEWLINE within

the variable assignment will also show up.

print'C:\\nowhere'

C:\nowhere

print'C:\\nowhere'

C:\\nowhere

## Unicode String:

Normal strings in Python are stored internally as 8-bit(1 byte) ASCII, while Unicode strings are stored as 16-bit(2 bytes) Unicode. This allows for a more varied set of characters, including special characters from most languages in the world. I'll restrict my treatment of Unicode strings to the following –

print u'Hello, world!'

Hello, world!

## 8 bits 1 byte - 11111111 - 255

## 00000000 - 0